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Preface
Complete the lessons in the Data Transformation XMap Getting Started Guide to learn how to use the Data 
Processor transformation and XMap. The tutorial includes lessons that teach you how to create a Data 
Processor transformation and add an XMap object to the transformation, create a repeating group statement, 
configure XPath expressions, configure Group statements, and create Router statements.

This guide assumes that you have an understanding of XML source files, XML schemas, XPath expressions, 
and that you are familiar with Informatica Developer.

Informatica Resources
Informatica provides you with a range of product resources through the Informatica Network and other online 
portals. Use the resources to get the most from your Informatica products and solutions and to learn from 
other Informatica users and subject matter experts.

Informatica Network
The Informatica Network is the gateway to many resources, including the Informatica Knowledge Base and 
Informatica Global Customer Support. To enter the Informatica Network, visit 
https://network.informatica.com.

As an Informatica Network member, you have the following options:

• Search the Knowledge Base for product resources.

• View product availability information.

• Create and review your support cases.

• Find your local Informatica User Group Network and collaborate with your peers.

Informatica Knowledge Base
Use the Informatica Knowledge Base to find product resources such as how-to articles, best practices, video 
tutorials, and answers to frequently asked questions.

To search the Knowledge Base, visit https://search.informatica.com. If you have questions, comments, or 
ideas about the Knowledge Base, contact the Informatica Knowledge Base team at 
KB_Feedback@informatica.com.
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Informatica Documentation
Use the Informatica Documentation Portal to explore an extensive library of documentation for current and 
recent product releases. To explore the Documentation Portal, visit https://docs.informatica.com.

If you have questions, comments, or ideas about the product documentation, contact the Informatica 
Documentation team at infa_documentation@informatica.com.

Informatica Product Availability Matrices
Product Availability Matrices (PAMs) indicate the versions of the operating systems, databases, and types of 
data sources and targets that a product release supports. You can browse the Informatica PAMs at 
https://network.informatica.com/community/informatica-network/product-availability-matrices.

Informatica Velocity
Informatica Velocity is a collection of tips and best practices developed by Informatica Professional Services 
and based on real-world experiences from hundreds of data management projects. Informatica Velocity 
represents the collective knowledge of Informatica consultants who work with organizations around the 
world to plan, develop, deploy, and maintain successful data management solutions.

You can find Informatica Velocity resources at http://velocity.informatica.com. If you have questions, 
comments, or ideas about Informatica Velocity, contact Informatica Professional Services at 
ips@informatica.com.

Informatica Marketplace
The Informatica Marketplace is a forum where you can find solutions that extend and enhance your 
Informatica implementations. Leverage any of the hundreds of solutions from Informatica developers and 
partners on the Marketplace to improve your productivity and speed up time to implementation on your 
projects. You can find the Informatica Marketplace at https://marketplace.informatica.com.

Informatica Global Customer Support
You can contact a Global Support Center by telephone or through the Informatica Network.

To find your local Informatica Global Customer Support telephone number, visit the Informatica website at 
the following link: 
https://www.informatica.com/services-and-training/customer-success-services/contact-us.html.

To find online support resources on the Informatica Network, visit https://network.informatica.com and 
select the eSupport option.

Preface        7
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C h a p t e r  1

Introduction to XMap
This chapter includes the following topics:

• XMap Overview, 8

• The XMap Editor, 9

• Mapping Statements, 9

• Mapping Statement Types, 10

• Scenario, 11

XMap Overview
A mapping uses a Data Processor transformation to transform documents from one format to another. An 
XMap is a Data Processor transformation object that transforms an XML input source to another XML with a 
different hierarchy structure. Use the XMap editor grid in the Developer to define the XMap.

The Data Processor transformation processes unstructured and semi-structured file formats in a mapping. 
When you create a Data Processor transformation, you define components, to transform the data. A Data 
Processor transformation can contain multiple components to process data. Each component might contain 
other components.

After you create a Data Processor transformation, you add an XMap to transform the data. You configure the 
XMap with input and output schemas and an example source. An XMap uses input and output schemas to 
define the expected hierarchy of input and output documents. An XMap can transform any input XML 
document whose elements match the input schema hierarchy into an output document with the hierarchy of 
the output schema.

If a Data Processor transformation contains multiple XMaps, you need schemas for each component that you 
define in the transformation. The Data Processor transformation references schema objects in the Model 
repository. The schema objects can exist in the repository before you create the transformation.

After you create an XMap, use the XMap editor to define and manage mapping statements that the 
transformation uses to transform a specific input element into a specific output element. The XMap editor 
contains the input schema hierarchy and the output XML schema hierarchy. Mapping statements link input 
schema elements to output schema elements.
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The XMap Editor
An XMap uses input and output schemas to define the expected hierarchy of the input and output XML. Use 
the XMap editor to define how input elements are mapped to output elements.

An XMap can transform any input XML document whose elements match the input schema hierarchy into an 
output document with the hierarchy of the output schema.

The following image shows the XMap editor:

1. The XMap editor contains input and output XML schemas. Drag and drop between the schema elements to create 
mapping statements.

2. The XMap editor grid shows mapping statements. Use the grid to manage and edit the mapping statements.

An XMap uses mapping statements to define how to transform an input schema element to an output 
schema element. You can drag from a node in the input schema to a node in the output schema to create a 
link. When you create links, these are mapping statements.

The XMap editor shows the mapping statement in the grid. You can edit the mapping statements in the grid.

Mapping Statements
A mapping statement determines how to map data from the input XML document to the output XML 
document. When you drag a node from the input schema to the output schema, the XMap editor creates 
mapping statements in the grid.

You can use the grid to create simple or detailed mapping statements. You can drag elements from the input 
or output schemas into fields in the grid to include them in mapping statements.

You can check the element that a mapping statement references. When you click a mapping statement in the 
grid, the XMap editor highlights the nodes in the schemas.
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Add XPath expressions to determine the context or add computations to a mapping statement. When an 
XPath expression identifies the context for a mapping statement, the Data Processor transformation runs the 
mapping statement for each occurrence of the input element or expression in the input document.

Nest mapping statements to make them dependent on other mapping statements. A mapping statement can 
be a parent to a group of child statements. Each time that the Data Processor transformation runs the parent 
statement, it runs the child statements also. Child statements appear indented from the parent in the XMap 
editor.

Mapping Statement Types
Mapping statement types define XMap mapping logic. Define the mapping statement type based on whether 
you want to map a simple input value to an output value, iterate over an element, or perform the mapping 
based on a condition.

Create a statement by dragging an input schema element to an output schema element, or adding a mapping 
statement to the grid. When you create a statement, the Data Processor transformation identifies a mapping 
statement type based on whether the element is a simple element, a complex element, or a repeating 
element.

The basic mapping statement type is a Map, which maps a simple input value to a simple output value. Other 
mapping statements identify conditions or alternatives for mapping logic, or group a set of logical 
statements.

You can define the following types of mapping statements in the grid:

Map

Maps a simple input element to a simple output element. A Map statement is the basic building block of 
the XMap.

Group

A logical group of statements. Other mapping statement types are nested under the Group statement.

Repeating Group

A group statement that the Data Processor transformation performs each time the input element 
appears in the input document. The Repeating Group contains Map statements which are iterated. The 
Repeating Group identifies the element used to iterate the group. 

Router

Contains a group of Option statements, and selects only the Option statement whose condition criteria 
matches the input. If none of the Options apply and there is a Default statement, the Default action is 
taken. If none of the Options apply and there is no Default statement, the Router fails.

Option

One or more Option statements are nested under the Router statement. The Option statement is like a 
Group statement, and contains a logical group of statements. The Option statement defines a condition 
to map the input element to the output element.

Default

One Default statement can be nested under the Router statement. The Default statement is performed 
when none of the Option statements apply. If the all the Option statements fail and there is no Default 
statement, the Router fails.
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Run XMap

Calls another XMap object in the Data Processor transformation.

Mapping statements contain fields that you can configure to customize the statement. You can configure the 
input, output, and condition for mapping an input element to an output element.

Configure whether to skip a mapping statement when it fails or there is no input. Configure whether the Data 
Processor transformation adds an output element or matches an existing element with a value from a 
mapping statement.

Scenario
Verity Outpatient Clinic uses an online tracking system to process insurance claim data for doctors. The 
clinic uses doctor and patient data and appointment information to check if information is missing for 
claims.

They need to create an XMap that transforms logs with contact information and appointment information 
into sets of data that is relevant for their insurance processing system. The online system stores logs in XML 
format. They use a Data Processor transformation with an XMap that inputs doctor and patient data, sorts 
the data relevant to each patient insurance claim, and outputs patient insurance data sorted from claims that 
are missing information.

The XMap is configured with the following objects:

PatientInputSchema

The schema that defines the XML hierarchy of data for input logs. 

PatientOutputSchema

The schema that defines the XML hierarchy of data for output data. 

PatientCareListExample

An example source file with sample data that you use to test the XMap.

The XMap uses the PatientInputSchema schema to define and classify the data in the input log, and the 
PatientOutputSchema schema to define and classify the data in the output log. The XMap processes and 
transforms the data in the input, then stores the output in a target XML.

Before you begin the tutorials to create an XMap for Verity Outpatient Clinic, download the Patient_DP.zip file 
from the following link: https://mysupport.informatica.com/docs/DOC-9857

Add the file to the following directories:

<INSTALL_DIR>\clients\DeveloperClient\Tutorials

<INSTALL_DIR>\server\Tutorials

Unzip the files to access the input schema file, the output schema file, and example source file. The zip also 
contains the solution as a Metadata file, named XMap_Getting_Started-Solution.xml

Scenario       11

https://mysupport.informatica.com/docs/DOC-9857


C h a p t e r  2

Creating an XMap
This chapter includes the following topics:

• Creating an XMap Overview, 12

• Step 1. Create the Data Processor Transformation, 13

• Step 2. Create an XMap in the Data Processor Transformation, 13

• Creating XMap - Tips, 14

Creating an XMap Overview
In this lesson, you create a Data Processor transformation using the Developer tool. After you create a Data 
Processor transformation, you add an XMap object. To set up the Developer tool, you connect to the Model 
repository and create a project and folder to store your work. If the domain includes more than one Data 
Integration Service, you must also select a default service to preview data and run mappings.

Lesson Concepts

A mapping uses a Data Processor transformation to transform documents from one format to another. The 
Data Processor transformation processes unstructured and semi-structured file formats in a mapping. When 
you create a Data Processor transformation, you define components such as the XMap to transform the data. 
A Data Processor transformation can also contain components that perform other transformation tasks.

After you create a Data Processor transformation, you add an XMap to transform the data. You configure the 
XMap with input and output schemas and an example source. An XMap uses input and output schemas to 
define the expected hierarchy of input and output documents. An XMap can transform any input XML 
document whose elements match the input schema hierarchy into an output document with the hierarchy of 
the output schema.

Lesson Objectives

In this lesson, you complete the following tasks:

• Create a Data Processor transformation to contain components that transform documents.

• Create an XMap in the Data Processor transformation to transform input with an XML hierarchy to output 
with a different XML hierarchy.

Lesson Prerequisites

Before you start this lesson, verify the following prerequisites:

• Informatica Data Transformation is installed, and the services are running.

• You have configured the Developer tool.
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• You have downloaded the files for the tutorial. Download the Patient_DP.zip file from the following link:
https://kb.informatica.com/proddocs/Product Documentation/3/Patient_DP.zip

Add the file to the <INSTALL_DIR>\clients\DeveloperClient\Tutorials directory. Unzip the file to 
access the input schema file, output schema file, and example source file.

Lesson Timing

Set aside 5 to 10 minutes to complete the tasks in this lesson.

Step 1. Create the Data Processor Transformation
Create the Data Processor transformation in the Model repository.

1. In the Developer tool, click File > New > Transformation. 

2. Select the Data Processor transformation and click Next. 

3. Select to create a blank Data Processor transformation. 

4. Enter the name Patient_DP for the transformation and browse for a Model repository location to put the 
transformation. 

5. Click Finish. 

The Developer tool creates the transformation in the repository. The Overview view appears in the 
Developer tool. You can update the transformation ports after you define the schemas and objects in the 
transformation.

Step 2. Create an XMap in the Data Processor 
Transformation

Create a Data Processor transformation and then create an XMap for the transformation. When you create an 
XMap, you must have a schema that describes the input and the output XML documents. You select the 
element in the schema that is the root element for the input XML.

1. In the Developer Data Processor transformation Objects view, click New. 

2. Select XMap and click Next. 

3. Enter the name Patient_Claims for the XMap. 

4. The XMap component is the first component to process data in the transformation, so ensure that Set as 
startup component is selected. 

A Data Processor transformation can contain multiple components to process data. Each component 
might contain other components. You must identify which component is the entry point for the 
transformation.

Click Next.

5. To import a schema and add it to the repository, click Create a new schema object and browse for the 
PatientInputSchema.xsd file in the following directory: <INSTALL_DIR>\clients\DeveloperClient
\Tutorials 
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Note: To add a schema that is already in the repository, select Add a Schema Object, then select the 
schema. However, we are using a schema that is not in the repository.

6. To add the sample XML file that you use to test the XMap, browse for and select the 
PatientCareListExample.xml file in the following directory: <INSTALL_DIR>\clients\DeveloperClient
\Tutorials 

7. After you select both a schema and a sample XML file, the wizard identifies the root for the input 
hierarchy. 

In the Root Element Selection dialog box, the in:Input element in the schema is selected as the root 
element for the XML.

8. To add the schema to the repository, click Create a new schema object and browse for the 
PatientOutputSchema.xsd file in the following directory: <INSTALL_DIR>\clients\DeveloperClient
\Tutorials 
Note: To add a schema that is already in the repository, select Add a Schema Object, then select the 
schema.

9. Choose the root for the output hierarchy. 

In the Root Element Selection dialog box, select the out:Insurance element in the schema as the root 
element for the XML.

10. Click Finish. 

The Developer tool creates a view for the Patient_Claims XMap that you created. Click the view to 
configure the XMap.

Creating XMap - Tips
Use the following tips to help you configure an XMap more effectively.

Set the XMap as the startup component.

A Data Processor transformation can contain multiple components to process data. Each component 
might contain other components. Even if there is only one component, you must identify that the 
component is the entry point for the transformation. If you do not select a startup component, the Data 
Processor transformation will not run correctly. To select a startup component, define the XMap as a 
startup component when you create the XMap, or select the startup component on the Overview tab.

Find a root element in a schema.

You can use pattern searching to search for a root element. To find a match to any number of characters 
in a string, enter *<string>. To match a single character, enter ?<character>.

Select an example source.

You can change the example source to test the XMap at any time. You can test any example source with 
the same XML hierarchy as the input schema.
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C h a p t e r  3

Configuring Repeating Values
This chapter includes the following topics:

• Configuring Repeating Values Overview, 15

• Step 1. Create a Repeating Group Statement, 16

• Step 2. Test the Transformation, 17

• Testing XMap - Tips, 18

Configuring Repeating Values Overview
In this lesson, you configure the Patient_Claims XMap to pass repeating sets of details for doctors to the 
output.

Lesson Concepts

A mapping statement determines how to map data from the input XML document to the output XML 
document. When you drag a node from the input schema to the output schema, the XMap editor creates 
mapping statements in a grid. You can edit mapping statement fields in the grid to change the logic for a 
mapping statement.

A Repeating Group statement is a mapping statement that can occur multiple times. The Data Processor 
transformation performs the Repeating Group statement for each element or value that is a result of the 
Input XPath expression.

The Repeating Group input is an XPath expression that can evaluate to a sequence of elements or values. 
XPath is a query language used to select nodes in an XML document and perform computations.

Repeating Group statements can contain Map statements. A Map statement is the basic XMap object and 
maps a simple input value to a simple output value. The input is a single value or a constant value.

Lesson Objectives

In this lesson, you complete the following tasks:

• Open an XMap in the XMap editor.

• Create a Repeating Group statement to pass repeating sets of details for doctors to the output.

• Create Map statements to pass a specific doctor detail to the output.

• Validate the transformation.
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Lesson Prerequisites

Before you start this lesson, verify the following prerequisites:

• You have created a Data Processor transformation.

• You have created the Patient_Claims XMap.

Lesson Timing

Set aside 15 to 20 minutes to complete the tasks in this lesson.

Step 1. Create a Repeating Group Statement
You can create a mapping statement by dragging a node from the input schema to a node in the output 
schema. The XMap editor adds the mapping statement to the mapping statement grid.

1. To open the XMap editor, in the Overview view, click the Patient_Claim XMap link. 

The XMap editor appears and shows the input and output schemas. In the following image, the XMap 
editor displays the input schema on the left, and the output schema on the right:

2. Drag the mouse from the Doctor input schema node to the Claims output schema node. 

The following image shows how the XMap links the XML input to the XML output:

Both schema nodes are repeating nodes, so the XMap editor creates a Repeating Group statement 
named Doctor to Claims in the grid. Statements under the Repeating Group statement are iterated for 
each instance of input data.
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3. Drag the mouse from the Specialty input node under the Doctor input node to the Specialization output 
schema node. 

Note: There is a Specialty input node under the Doctor input node, and a Speciality input node under the 
Patient input node. We refer to the first node in this lesson.

After you complete this step, the XMap editor creates a Map statement named Specialty to Claims/
@Specialization in the grid. This statement passes the name of the medical field of specialization to the 
output XML.

4. Drag the mouse from the Name input schema node to the Name output schema node. 

The XMap editor creates a Map statement named Name to Name in the grid.

This statement passes the name of the doctor to the output XML.

5. Drag the mouse from the Email input schema node to the Email output schema node. 

The XMap editor creates a Map statement named Email to Email in the grid. This statement passes the 
customer phone number to the output XML.

The following image shows how the XMap links the XML input elements to the XML output in Map 
statements:

6. To save the transformation, click File > Save. 

Step 2. Test the Transformation
Save the Data Processor transformation. Then test the transformation in the Data Viewer view.

1. To test the transformation, open the Data Viewer view. 

2. Click Run. 
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The Developer tool validates and runs the transformation. If there is no error, the Developer tool shows 
the example file in the Input area. The output results appear in the Output panel. The following image 
shows details for doctors who submit claims:

3. To debug an error, click Show Events to show the Data Processor Events view. Double-click an event in 
the Data Processor Events view in order to view further details. 

Testing XMap - Tips
Use the following tips to help you validate and test an XMap more effectively.

Verify that the Data Viewer is synched with the Editor.

Before you test an XMap in the Data Viewer view, verify that you synch the view with the XMap editor. To 

verify that the Data Viewer view is synched, click the Synchronize with Editor button .

Verify the example source.

You need to chose an example source to test. To verify that you have an example source, check the Data 
Viewer view Input panel. The Name field lists the example source and the panel shows the example 
source content. You define the example source when create the XMap. To select or change an example 
source, in the XMap editor click the Choose Example Source icon above the input schema and browse to 
the example source file.
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Check the output.

The Data Viewer view shows the entire output in an Output panel. You can scroll through the output file 
to verify that the XMap mapping logic works as you expect it to.

Check the schemas.

The XMap uses the output schema hierarchy and the XMap mapping logic to sort the output. If you see 
unexpected output, check the hierarchies of the input and output schemas. Check that the element 
characteristics are defined correctly.

Check the example source.

If the output is missing elements, check the example source file. Verify that the elements and the 
element characteristics are defined correctly.

Use keyboard shortcuts.

You can use keyboard shortcuts to complete tasks in the Developer tool. To view the keyboard shortcuts, 
click Help > Key Assist.
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C h a p t e r  4

Configuring XPath Expressions
This chapter includes the following topics:

• Configuring XPath Expressions Overview, 20

• Step 1. Create an XPath Function Expression, 21

• Step 2. Test the Transformation, 23

• Writing XPath Expression - Tips, 24

Configuring XPath Expressions Overview
In this lesson, you configure the Patient_Claim XMap with a mapping statement that passes the current date, 
the date you submit claims, to the output.

Lesson Concepts

Mapping statements contain fields that you can configure to customize the statement. Use the XPath editor 
to configure expressions. XPath is a query language used to select nodes in an XML document and perform 
computations.

You can configure XPath expressions in Input, Condition, and Output mapping fields. XPath expressions 
identify specific elements in XML documents, or check for conditions in the data. Create expressions in the 
XPath editor. When you click the Open button to the right of the Input, Condition, or Output field, you open the 
XPath editor.

The XPath editor has a Navigation panel with a function library that you can use to create XPath expressions. 
The functions are standard for the W3C XML Path Language. The function library also includes some 
functions that are specific to the Data Processor transformation.

Lesson Objectives

In this lesson, you complete the following tasks:

• Create an XPath function expression in a mapping statement that passes the current date to the output.

• Use the XPath Expression Editor to create the function expression that generates the current date.

• Validate the transformation.

Lesson Prerequisites

Before you start this lesson, verify the following prerequisites:

• You completed previous lessons in the tutorial. Use the Patient_Claim XMap that you created in previous 
lessons.
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Lesson Timing

Set aside 5 to 10 minutes to complete the tasks in this lesson.

Step 1. Create an XPath Function Expression
Add a mapping statement that provides the current date as the date when claims are submitted. Use an 
XPath function to provide the date.

1. In the XMap view, add a Map statement to the Patient_Claim XMap, nested under the Doctor to Claims 
Repeating Group. To add a Map statement, in the XMap editor grid select the Doctor to Claims Repeating 
Group, then right-click and select New > Map. 

The Map statement is indented signifying that it is within the context of the Doctor to Claims Repeating 
Group statement. The statement iterates for each doctor with a set of details in the input.

2. To name the Map statement, double-click the Name field and type the name ProcessingDate. 

3. To define the Output field in the ProcessingDate statement, drag the mouse from the Date output 
schema node to the Output field. 

The following image shows the mapping statement grid with the Date element in the Output field of the 
ProcessingDate statement:

The ProcessingDate statement name is highlighted in red because the statement is missing an input 
expression.

4. To assign the current date as the input to the statement, use the XPath Expression editor to create an 
XPath expression in the Input field of the statement. To open the XPath Expression editor, click the 
arrow to the right of the Input field. 
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In the following image, on the left the XPath Expression editor displays the schema and function tabs, 
and on the right the Expressions pane:

Use tabs on the left to choose XPath functions, input schema nodes, or output schema nodes. Drag 
functions or nodes from the tabs into the Expression pane on the right, or type an expression directly 
into the pane.

5. To select a function, open the XPath tab and select Functions > All Functions. 

In the following image, the XPath Expression editor displays the Functions tab:
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6. To select a function that generates the current date, scroll down and double-click the current-date 
function. The expression appears in the Expression pane. 

In the following image, the XPath Expression editor displays the current-date expression that you 
selected on the right:

7. To validate that the expression follows XPath rules, click Validate. 

8. To enter the expression into the statement, click OK. 

The following image shows the XMap editor with the completed statement:

9. To save the transformation, click File > Save. 

Step 2. Test the Transformation
Save the Data Processor transformation. Then test the transformation in the Data Viewer view.

1. To test the transformation, open the Data Viewer view. 
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2. Click Run. 

The Developer tool validates the transformation. If there is no error, the Developer tool shows the 
example file in the Input area. The output results appear in the Output panel. The following image shows 
that the processing date is added to the output for each doctor:

The output is sorted according to the output schema hierarchy. The output schema categorizes the Date 
element as a sub-element for the Doctor element.

Writing XPath Expression - Tips
Use the following tips to help you create and test XPath expressions more effectively.

Verify that the XPath expression is valid.

To ensure that an XPath expression follows XPath rules, type the expression in the XPath Expressions 
editor and click Validate. An error message appears if the expression is not valid.

Verify that the XPath expression produces the expected results.

Ensure that the XPath expression finds or tests the nodes that you expect it to. To verify that the XPath 
expression tests the correct nodes, type the expression in the XPath Expressions editor and click Test 
Expression. The XPath editor displays the nodes that the expression produces in the Result pane. The 
Sequence Length field displays the number of matching nodes for the expression, and the Value field 
displays the XML output for the expression. If the expression contains an element that is part of a 
repeating group, the expression is iterated. Each line in the Results pane displays the results of a single 
iteration.
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C h a p t e r  5

Configuring Group Statements
This chapter includes the following topics:

• Configuring Group Statements Overview, 25

• Step 1. Create a Group Statement with Conditions, 26

• Step 2. Test the Transformation, 29

Configuring Group Statements Overview
In this lesson, you configure the Patient_Claim XMap to associate patients with doctors and pass patient 
details to the output.

Lesson Concepts

A Group statement contains a logical group of statements. A parent Group statement contains child 
statements. The child statements are nested underneath the Group statement in the XMap editor grid.

You can use a Group statement to provide a common context or common condition for success or failure to 
a group of statements. You can use a Group mapping statement if you want a set of statements to either all 
pass or all fail. You can also use a Group mapping statement to group a set of statements to organize and 
simplify an XMap grid.

A Repeating Group input is a repeating element. A Group input evaluates to a single simple element or single 
complex element. A complex element is an element that contains sub-elements. The Map statement input is 
a single simple element.

Statements contain fields that you can configure to customize the statement. The On Fail field determines 
the action taken if a statement fails. Choose one of the following options:

• Skip. If the statement fails, skip this statement. This option does not affect any related mapping logic.

• Propagate. If the statement fails, force the parent statement to also fail. If the statement is nested under a 
Group, Repeating Group, or Router Option statement, the entire group or option will fail and none of the 
statements are performed.

Lesson Objectives

In this lesson, you complete the following tasks:

• Create a Repeating Group statement to pass sets of patient details to the output. Create another 
Repeating Group statement that sorts the patients according to the doctor that submitted the patient 
claim.
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• Create a Group statement to pass a single set of patient claim details for a specific patient to the output. 
Create another Group to pass a single set of personal details.

• Create Map statements to each pass one contact detail to the output.

• Define Map statement fields.

• Validate the transformation.

Lesson Prerequisites

Before you start this lesson, verify the following prerequisites:

• You completed previous lessons in the tutorial. Use the Patient_Claim XMap that you created in previous 
lessons.

Lesson Timing

Set aside 25 to 35 minutes to complete the tasks in this lesson.

Step 1. Create a Group Statement with Conditions
Create Repeating Group statements to process the details for patients that each doctor submits claims for. 
Create a Group statement to process a single set of patient details for a specific patient.

1. In the XMap view, add a Repeating Group statement to the Patient_Claim XMap. To add a Repeating 
Group statement, in the XMap editor grid, right-click and select New > Repeating Group. 

2. To define the Repeating Group, perform the following steps: 

a. To name the statement, double-click the Name field and type the name PatientDetails. 

b. Drag the input schema node Patient into the Input field of the PatientDetails statement. 

Each time the transformation iterates a Repeating Group statement, the transformation processes a 
set of patient details.

The following image shows the final PatientDetails Repeating Group:

3. To create a claim for each appointment, compare the appointment details to the doctor specialization. 
Drag the Patient input schema node to the Claims output schema node. 

The editor creates a Repeating Group that provides the context for the patient data. We want to change 
the Repeating Group to a Group that contains a set of statement to perform for each claim in the output.

4. To define the Repeating Group, perform the following steps: 

a. To change the statement to be a Group statement, click the arrow to the right of the Statement Type 
field and select Group. 

When the transformation processes the Group statement, the transformation processes the set of 
statements nested in the Group statement.

b. To name the statement, double-click the Name field and type the name ContactDetails. 

26       Chapter 5: Configuring Group Statements



c. Use the XPath Expression editor to edit the expression in the Output field for the ContactDetails 
Group statement. To open the XPath Expression editor, click the arrow to the right of the Output 
field. 

d. In the Expressions pane, add brackets to the right of the expression to create the following 
expression: out:Claims[] 
We use brackets to create an XPath predicate that acts as a filter. We want to associate patient 
information with the doctor with whom the patient had an appointment. This is also the doctor who 
makes the insurance claim. In the next steps, we see how to do this.

e. To filter according to the doctor specialization, use the specialization element as the filter condition 
for the doctor appointments. To position the cursor in the expression, in the Expressions pane, click 
between the brackets in the expression out:Claims[]. In the Output Schema tab, double-click to 
select the Specialization node. 

The action creates the following expression: out:Claims[@Specialization]
f. To the right of the Specialization node in the expression, add an equals sign to create the 

following expression: out:Claims[@Specialization=] 
g. To use the filter to match the output Specialization element to the input appointment Speciality 

element, add the Speciality element to the expression. Open the Input Schema tab and double-click 
the Speciality node that is under the Appointment node. 

Note: There is a Specialty input node under the Doctor input node, and a Speciality input node under 
the Patient input node. We refer to the second node in this lesson.

The action creates the following expression: out:Claims[@Specialization=../dp:input()/
in:Speciality]. The filter uses the dp:input() function to refer to an input node from the output 
statement. The expression returns nodes that match Specialization to Speciality.

h. To ensure that the claim data is matched or added for the relevant doctor, change the Mode to 
Match or Add. 

The following image shows the final ContactDetails Repeating Group statement:

5. To transform a set of details for a specific patient, create a Group statement. Drag and drop from the 
PersonDetails input node to the Patient output node. In the grid, right-click the PersonDetails to Patient 
Group, and select Demote to nest the Group statement under the ContactDetails Repeating Group. 

The XMap editor creates a Group statement in the grid. This statement passes a single set of patient 
details to the output XML. When the Group statement is indented, this signifies that it is performed for 
every patient whose doctor appointment details match the speciality for that iteration. This means that 
the set of patient details are associated in the output with the doctor that makes the claim.

6. To find every patient for the Group statement according to the patient ID, use the XPath Expression 
editor to edit the expression in the Output field. To define the Output field, perform the following steps: 

a. To open the XPath Expression editor, click the arrow to the right of the Output field. 

b. In the Expressions pane, add brackets to the right of the expression to create the following 
expression: out:Patient[] 
We want to find input patient contact information according to the patient ID. We also assign the 
input patient ID data to the ID output element. In the next steps, we see how to do this.

c. To identify the patient according to the patient ID number, filter the patient according to the ID node 
as part of the output expression. Open the Output Schema tab and double-click the ID node. 

The action creates the following expression: out:Patient[out:ID]
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d. To the right of the expression, add an equals sign to create the following expression: 
out:Patient[out:ID=] 

e. To use the filter to match the output ID element to the input id element, add the id element to the 
expression. Open the Input Schema tab and double-click the id node. 

The action creates the following expression: out:Patient[out:ID=../dp:input()/@id]. The 
statement filters patients according to ID and passes the ID to the output.

The following image shows the final Group statement:

7. Drag the mouse from the Last input schema node to the Name output schema node. 
The XMap editor creates a Map statement named Last to Name in the grid.

8. To demote the Last to Name statement to be within the context of the PersonDetails to Patient Group 
statement, select the statement and click Alt-Right as needed. 

The statement is nested within the Repeating Group and Group statements that select patients 
according to the filters that you defined. The patients are filtered according to the doctor that makes the 
claim and according to the patient ID. For each iteration of the Group statement, the statement passes 
the last name of the filtered patient to the output XML.

9. To combine the first and last name in the Name output schema node, use the XPath Expression editor to 
edit the expression. To get data from both the first name and last name nodes in the input, edit the Input 
field. To edit the Input field, perform the following steps: 

a. To open the XPath Expression editor, click the arrow to the right of the Input field. 

b. To select a function, open the XPath tab and select Functions > String. 

c. To combine the first and last names, use the concat() function. Scroll down and double-click 
concat(). 

The action creates the following expression: concat()in:Name/in:Last.

d. To correctly position the last name, delete the close parenthesis character, then add it to the end of 
the expression. 
The function operates on parameters that are within the parenthesis, so we must position the name 
within the parenthesis. The action creates the following expression: concat(in:Name/in:Last).

e. To add the first name, open the Input Schema tab and double-click the First node. 
We want to append the first name after the last name. The action creates the following expression: 
concat(in:Name/in:Lastin:Name/in:First)

f. To add a comma and space between the last and first name, add commas and quotation marks 
between the last name node and the first name node. Edit the expression to create the following 
expression: concat(in:Name/in:Last,', ',in:Name/in:First) 
We use commas to separate parameters within the concat function. The expression we created 
adds a space and comma between the last and first names.

g. To test the expression, click Test Expression. Then, to enter the expression into the statement, click 
OK. 

When you test the expression, the Results panel displays all the nodes that result from the 
expression. With this method, you can check that the results are correct before you add the 
statement to the XMap. You can adjust the expression if needed.

h. To ensure that the claim data is matched or added for the relevant doctor, change the Mode field to 
Match or Add. 

i. To ensure that if there is an error, the statement fails, change the On Fail field to Propagate. 
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The following image shows the final statement:

10. Drag from the InsuranceID input schema node to the InsuranceID output schema node. To demote the 
statement to be within the context of the PersonDetails to Patient Group statement, select the 
statement and click Alt-Right as needed. 

The XMap editor creates a Map statement named InsuranceID to InsuranceID in the grid. This statement 
passes a single insurance identification number to the output XML.
The following image shows the final statement:

11. To pass the date of the appointment to the output, drag from the Date input schema node to the 
AppointmentDate output schema node. To demote the statement to be within the context of the 
PersonDetails to Patient Group statement, select the statement and click Alt-Right as needed. 

The XMap editor creates a Map statement named Date to AppointmentDate in the grid.
The following image shows the final statement:

12. To save the transformation, click File > Save. 

Step 2. Test the Transformation
Save the Data Processor transformation. Then test the transformation in the Data Viewer view.

1. To test the transformation, open the Data Viewer view. 
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2. Click Run. 

The Developer tool validates the transformation. If there is no error, the Developer tool shows the 
example file in the Input area. The output results appear in the Output panel. The following image shows 
set of patients with patient details, grouped according to the doctors who submitted the claims:
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C h a p t e r  6

Configuring Router Statements
This chapter includes the following topics:

• Configuring Router Statements Overview, 31

• Step 1. Create a Router Statement, 32

• Step 2. Test the Transformation, 34

Configuring Router Statements Overview
In this lesson, you configure the Patient_Claim XMap to sort the telephone numbers for each doctor 
according to type.

Lesson Concepts

A Router statement provides alternatives for the mapping logic. The Router statement contains one or more 
Option statements and can contain one Default statement. When the Data Processor transformation 
performs a Router statement, it tests each Option nested below the Router statement. The Option statement 
that matches is performed.

The Option statement can contain one or more child statements of any type. If no Option statement matches, 
the Default statement is performed. If there is no Default statement and no Option statement matches, the 
Router statement fails.

If the Option statement has a condition that is true but the mapping statements inside it fail and propagate 
the failure, the Router fails. You can configure the mapping to skip the Router if the Router fails.

Lesson Objectives

In this lesson, you complete the following tasks:

• Create Router and Option mapping statements to provide alternatives for mapping telephone numbers of 
type mobile, work, and home.

• Create Map statements that pass a single telephone number to the output.

• Use the XPath editor to define input and condition fields for the Option statements. Define the condition 
field for each Option statement to check the type of phone an input element contains.

• Validate the transformation.
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Lesson Prerequisites

Before you start this lesson, verify the following prerequisites:

• You completed the previous lessons in the tutorial. Use the Patient_Claim XMap that you created in 
previous lessons.

• You understand how to use the XPath editor.

Lesson Timing

Set aside 15 to 20 minutes to complete the tasks in this lesson.

Step 1. Create a Router Statement
Create a Router statement to check the phone numbers. Add Option statements that check if a phone number 
type is a mobile, work, or home phone number.

1. In the XMap view, add a Repeating Group statement to the Patient_Claim XMap. To create a Repeating 
Group, in the XMap editor grid select the Doctor to Claims Repeating Group. Right-click and select New > 
Repeating Group. 

2. To name the Repeating Group, double-click the Name field and type the name SortPhones. 

3. To evaluate the phone numbers in the input, drag the Phone node into the Input field of the Repeating 
Group. 

The following image shows the Repeating Group statement:

4. To filter phone numbers by type for each doctor, create a Router. In the XMap editor grid, select the 
SortPhones Repeating Group, right-click and select New > Router. 

The following image shows the XMap editor with the Router statement:

5. To name the Router statement, double-click the Name field and type the name PhoneType. 

6. To filter mobile numbers, create an Option. Right-click and select New > Option. 

7. To name the Option statement, double-click the Name field and type the name Mobile. 

8. To make the Mobile statement check that the type of phone number is a mobile number, drag the mouse 
from the @type input schema node to the Condition field in the Mobile statement. To define the 
condition, perform the following steps: 

a. To open the XPath Expression editor, click the arrow to the right of the Condition field. 
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b. Use the XPath Expression editor to edit the expression to the following syntax: @type="mobile" 
The following image shows the XMap editor with the Option statement:

9. Drag from the Phone input schema node to the MobilePhone output schema node. 

The XMap editor creates a Map statement named Phone to MobilePhone in the grid under the Mobile 
statement. The statement passes the first instance of the node to the output XML. The Input field 
contains the following expression: .[1]. We want to select the current node, not just the first instance. In 
the next step, we correct the expression in the Input field.

10. To correct the Input field, use the XPath Expression editor to edit the expression to be a single period. 

The corrected statement passes the mobile phone number in the current node to the output XML.

The following image shows the XMap editor with the completed Option statement and Map statement:

11. To filter work numbers, copy and paste the first Option statement to create another Option statement. 
Select the Mobile Option statement that you created, right-click and select Copy. Select the PhoneType 
Router statement, right-click and select Paste. 
A copy of the Mobile Option statement appears nested under the Router. The Option statement has a red 
highlight to indicate that you must correct the fields in order for the Option statement to work. For 
example, two Option statements cannot have the same condition expressions.

12. To rename the copy of the Option statement, double-click the Name field and type the name Work. 

13. To make the Work statement check that the type of phone number is a work number, edit the Condition 
field. To define the condition, perform the following steps: 

a. To open the XPath Expression editor, click the arrow to the right of the Condition field. 

b. Use the XPath Expression editor to edit the expression to the following syntax: @type="work" 
14. Rename the copied Phone to MobilePhone Map statement nested in the grid under the Work Option 

statement. To rename the statement, double-click the Name field and type the name Phone to 
WorkPhone. 

15. To pass the phone number to the correct node in the output, drag the WorkPhone node to the Output 
field of the Phone to WorkPhone statement. 

This statement passes the work phone number to the output element for the work phone number. If you 
did not edit the statement, the transformation would pass the work phone number to the output element 
for the mobile phone number.

16. To filter other telephone numbers, create a Default statement. Select the PhoneType Router statement, 
right-click and select New > Default. 

17. To name the Default statement, double-click the Name field and type the name Other. 

18. To pass the phone number to the other phone node in the output, first copy and paste the previous Map 
statement to create another Map statement. Select the Phone to WorkPhone statement that you created, 
right-click and select Copy. Select the Other Default statement, right-click and select Paste. 

The XMap editor creates a Map statement named Phone to WorkPhone in the grid underneath the Other 
statement.
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19. Rename the copied Phone to WorkPhone Map statement. To rename the statement, double-click the 
Name field and type the name Phone to OtherPhone. 

20. To pass the phone number to the correct node in the output, drag the OtherPhone node to the Output 
field of the Phone to OtherPhone statement. 

This statement passes the other phone numbers, such as the home phone number, to the output XML.

The following image shows the XMap editor with the completed Router, Option, Default, and Map 
statements:

21. To save the transformation, in the Developer tool click File > Save. 

Step 2. Test the Transformation
Save the Data Processor transformation. Then test the transformation in the Data Viewer view.

1. To test the transformation, open the Data Viewer view. 

2. Click Run. 

The Developer tool validates the transformation. If there is no error, the Developer tool shows the 
example file in the Input area. The output results appear in the Output panel. The following figure shows 
that the contact details per doctor include phone numbers that are sorted by type:
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A p p e n d i x  A

Frequently Asked Questions
This appendix includes the following topic:

• Frequently Asked Questions, 35

Frequently Asked Questions
The following frequently asked questions can help you configure and use an XMap more effectively.

If you drag between schema nodes to create a mapping statement, do you need to define the fields?

The XMap editor defines the fields based on the hierarchical context of the linked nodes. If you want to 
change the context or add mapping statement logic, you can edit the fields.

How can you use the Events View to debug the XMap?

To find the mapping statement in the XMap editor grid that correspond to events in the Events View, use 
the event information. An event lists the related index and mapping statement name. Use the mapping 
statement name to find the mapping statement in the XMap editor grid. To find the node that relates to 
the mapping statement, right-click the statement and select Show In Schema Trees. The editor 
highlights the relevant nodes.

Can you run an XMap from other Data Processor transformation components?

To call an XMap from a Parser, Serializer, or Mapper use the Run XMap action. You can also use the Run 
XMap action to call one XMap from another XMap.

Can you import a Data Processor transformation with an XMap into a PowerCenter® Unstructured Data Transformation?

Yes. PowerCenter requires a B2B Data Transformation XMap license.
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A p p e n d i x  B

Glossary
Data Processor event

An occurrence during the execution of a Data Processor transformation.

document processor

A component that operates on a document as a whole, typically performing preliminary conversions before 
parsing.

editor

A window of Data Transformation Studio where you can create and modify the content of a project.

event log

A report of events that occurred during the execution of a transformation.

Events view

A window of Data Transformation Studio that displays the events that occur during a transformation.

example source document

A sample of the documents that a Data Processor transformation processes.

Explorer view

A window of Data Transformation Studio that displays the projects and files in the workspace.

Model Repository Service

An application service in the Informatica domain that runs and manages the Model repository. The Model 
repository stores metadata created by Informatica products in a relational database to enable collaboration 
among the products.

output document

A document that is the result of a Data Processor transformation.

perspective

A predefined layout of the Eclipse Workbench.

predicate expression

An expression that filters the data in a mapping. A predicate expression returns true or false.



preprocessor

A document processor used to perform an overall modification of a source document, before the main 
transformation.

project

A framework within which you can define transformations. A project is stored in a specified folder, although 
certain project files can also exist outside the folder.

project properties

Options for the behavior of a project. The options control features such as the input and output encodings, 
the authentication support, and the XML validation.

source document

A document that is the input of a Data Processor transformation.

startup component

The runnable component that Data Transformation starts first when it runs a Data Processor Transformation.

transformation

A repository object in a mapping that generates, modifies, or passes data. Each transformation performs a 
different function.

view

A window within Data Transformation Studio, which displays data about a project and lets a user perform 
limited operations on the data.

XMap

A Data Processor transformation object that maps an XML input document to another XML document.

XML schema

A definition of the elements, attributes, and structure used in XML documents. The schema conforms to the 
World Wide Web Consortium XML Schema standard, and it is stored as an *.xsd file.

XPath

A query language used to select nodes in an XML document and perform computations.

XSD schema file

An *.xsd file containing an XML schema that defines the elements, attributes, and structure of XML 
documents.

Appendix B: Glossary        37


	Table of Contents
	Preface 
	Informatica Resources
	Informatica Network
	Informatica Knowledge Base
	Informatica Documentation
	Informatica Product Availability Matrices
	Informatica Velocity
	Informatica Marketplace
	Informatica Global Customer Support


	Chapter 1: Introduction to XMap
	XMap Overview
	The XMap Editor
	Mapping Statements
	Mapping Statement Types
	Scenario

	Chapter 2: Creating an XMap
	Creating an XMap Overview
	Step 1. Create the Data Processor Transformation
	Step 2. Create an XMap in the Data Processor Transformation
	Creating XMap - Tips

	Chapter 3: Configuring Repeating Values
	Configuring Repeating Values Overview
	Step 1. Create a Repeating Group Statement
	Step 2. Test the Transformation
	Testing XMap - Tips

	Chapter 4: Configuring XPath Expressions
	Configuring XPath Expressions Overview
	Step 1. Create an XPath Function Expression
	Step 2. Test the Transformation
	Writing XPath Expression - Tips

	Chapter 5: Configuring Group Statements
	Configuring Group Statements Overview
	Step 1. Create a Group Statement with Conditions
	Step 2. Test the Transformation

	Chapter 6: Configuring Router Statements
	Configuring Router Statements Overview
	Step 1. Create a Router Statement
	Step 2. Test the Transformation

	Appendix A: Frequently Asked Questions
	Frequently Asked Questions

	Appendix B: Glossary

